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Abstract—In 2017, Google announced Kotlin as one of the officially supported languages for Android development. Among the reasons for choosing Kotlin, Google mentioned it is “concise, expressive, and designed to be type and null-safe”. Another important reason is that Kotlin is a language fully interoperable with Java and runs on the JVM. Despite Kotlin’s rapid rise in the industry, very little has been done in academia to understand how developers are dealing with the adoption of Kotlin. The goal of this study is to understand how developers are dealing with the recent adoption of Kotlin as an official language for Android development, their perception about the advantages and disadvantages related to its usage, and the most common problems faced by them. This research was conducted using the concurrent triangulation strategy, which is a mixed-method approach. We performed a thorough analysis of 9,405 questions related to Kotlin development for the Android platform on Stack Overflow. Concurrently, we also conducted a basic qualitative research interviewing seven Android developers that use Kotlin to confirm and cross-validate our findings. Our study reveals that developers do seem to find the language easy to understand and to adopt it. This perception begins to change when the functional paradigm becomes more evident. Accordingly to the developers, the readability and legibility are compromised if developers overuse the functional flexibility that the language provides. The developers also consider that Kotlin increases the quality of the produced code mainly due to its null-safety guarantees, but it can also become a challenge when interoperating with Java, despite the interoperability being considered as an advantage. While adopting Kotlin requires some care from developers, its benefits seem to bring many advantages to the platform according to the developers, especially in the aspect of adopting a more modern language while maintaining the consolidated Java-based development environment.

Index Terms—Android, Kotlin, Java

I. INTRODUCTION

In May of 2017, Google announced the official support for Kotlin on the Android platform. Kotlin is a statically-typed programming language that runs on the Java Virtual Machine (JVM) and fully interoperates with Java. Soon after the announcement, the language grew in popularity, appearing in rankings such as the 2018 and 2019 Stack Overflow Annual Developer Surveys [6], [7]. It was also rapidly adopted in industry by companies such as Pinterest, Uber, and Pivotal, not only to build Android Apps but also for internal purposes [5].

Despite its rapid adoption, few studies have been conducted so far to understand how developers are dealing with the adoption of Kotlin [49], [51]. This motivates the need for research in this field to assist industry and other researchers towards a better comprehension of the technology and to guide the development of new tools and further research. Therefore, this work aims to further investigate this subject.

In this study, we aim to collect evidence to understand how developers are adopting Kotlin as an official language for Android development, their perceptions about advantages and disadvantages of using Kotlin, and the most common problems faced by them. We do that by a triangulation strategy [30] which consists of a mixed-method approach to analyse data through the mixture of qualitative and quantitative methods. Its central premise is that the use of quantitative and qualitative approaches in combination provides a better understanding of research problems that either approach alone [41].

Thus, our first research question aims at identifying the most popular problems faced by developers: RQ1. What are the most common problems faced by Kotlin developers on Android Platform? Since interoperability with Java is one of the greatest benefits of Kotlin, we also investigate it: RQ2. How are Android developers dealing with the Java-Kotlin interoperability? Another stated benefit of Kotlin is the functional programming paradigm available in the language. However, functional programming can be challenging for developers, which leads us to our third research question: RQ3. How are Android developers dealing with the functional paradigm in Kotlin? The creation of a new programming language brings the need for proper tool support. We investigate this in our fourth research question: RQ4. How are Android developers dealing with the development environment tools available for Kotlin? Finally, we want to understand developers’ perceptions about Kotlin adoption. The goal of this research question is to investigate the user experience insights: RQ5. What is the perception of Android developers about Kotlin adoption?

Previous works have proposed methods and criteria for evaluating programming languages [8]–[10], however, no consensus has emerged since most of them are prone to subjective assessment. In this work, we use the concurrent triangulation strategy [30] to mix different methods and enrich our results. One method is based on two previous works [11], [12], and

1https://kotlinlang.org
consists of data analysis from Stack Overflow questions using LDA [26], a statistical topic modeling technique, to automatically discover the main topics discussed. The other method uses basic qualitative strategies [13], collecting data through seven semi-structured interviews with Android developers.

Our main findings indicate that developers seem to find the language easy to understand and to adopt due to Java interoperability, null-safety guarantee, less verbosity, and functional programming support. However, they face problems regarding interoperability, automatic conversion from Java to Kotlin in Android Studio IDE, and the degradation of the readability due to the overuse of functional programming. Therefore, companies and developers that are considering Kotlin, may benefit from our results, as well as researchers interested on improving techniques, tools, processes, and mechanisms to make the best use of the language on the Android platform.

II. BACKGROUND

In this section, we briefly introduce Kotlin and its role in Android development. We also present related work.

A. The Kotlin Programming Language & Android

Kotlin was created by JetBrains\(^2\) in 2010 to improve the programming experience for the JVM [14]. It is a multi-paradigm language, supporting both object-oriented and functional programming paradigms, i.e., it allows developers to combine them, as with most modern languages nowadays [17]. Its support for non-nullable types might make applications less prone to null pointer exceptions. It also includes smart casting, higher-order functions, and extension functions [16], [18]. The documentation [39] also states that the language follows the principle of pragmatic evolution, according to three main aspects: (i) to keep the language modern over time; (ii) to keep in constant feedback loop with the users, and (iii) to make updating to new versions comfortable for users.

Kotlin adoption rapidly increased after its v1.0 release in 2016. Figure 1 shows the increase on Stack Overflow\(^3\) questions containing the kotlin tag, as well as on the number of GitHub\(^4\) repositories using Kotlin. This growth also follows Google’s official Kotlin support announcement in 2017. A potential reason for such popularity is the full interoperability with Java, as both languages can be freely mixed and migration can be gradual. Developers can also take advantage of the Java environment using all its existing libraries and frameworks [15], [18], while taking advantage of modern language features [38]. Moreover, its adoption by the Android community [19], [20] was reinforced by the Stack Overflow developer survey, which showed Kotlin among the most loved programming languages in 2018 and 2019 [6], [7].

TABLE I

<table>
<thead>
<tr>
<th>Year</th>
<th>Number of questions*</th>
</tr>
</thead>
<tbody>
<tr>
<td>2016 (Kotlin v1 release)</td>
<td>506</td>
</tr>
<tr>
<td>2017 (Official support in Android)</td>
<td>3,071</td>
</tr>
<tr>
<td>2018</td>
<td>9,405</td>
</tr>
<tr>
<td>2019</td>
<td>15,092</td>
</tr>
</tbody>
</table>

*These numbers are only for Kotlin regarding Android Development

B. Related Work

Mateus and Martinez [49] investigated the degree of Kotlin adoption on the development of open-source Android apps, i.e., they measured the proportion of Kotlin code within those systems. They also measured and compared the quality of applications using Kotlin against those only using Java. Their results show that Kotlin is present in 11.26% of applications, and also that introducing Kotlin improves quality with regard to code smells. They also conducted a second study to investigate how Kotlin features have been used [50]. They analysed different aspects, such as which features are adopted by developers, the degree of such adoption, when they are added into the code, and so on. By inspecting the source code of open-source apps, they found that 15 out of 19 features are used in half of Kotlin applications, and the most used features are type inference, lambda, and safe call.

Coppola et al. [51] evaluated Kotlin adoption in open-source Android apps, investigating whether it impacted in their success. They analysed the relationship between the presence of Kotlin code in apps and their popularity. They found that almost 20% of the applications adopted Kotlin, and about 12% have more Kotlin code than Java. Furthermore, apps using Kotlin have higher popularity on average.

Banerjee et al. [37] conducted a study of various features of both Java and Kotlin. They concluded that Kotlin is safer and more concise than Java, but it suffers from the lack of community support material.
Flauzino et al. [17] analysed 100 GitHub repositories (50 Kotlin/50 Java), with respect to five code smells. The findings support the hypothesis that Kotlin presents fewer code smells than Java according to descriptive statistics, except for long parameter list. They believe that conciseness may have been responsible for the result, as they identified that smells are correlated with lines of code.

Schwermer [22] evaluated Kotlin and Java performance using benchmarks from the Computer Language Benchmarks Game suite,\(^5\) using metrics such as memory consumption, and bytecode n-grams. The results show that Kotlin is slower than Java for all benchmarks, and that there is an underlying garbage collection overhead when reclaiming Kotlin objects. Furthermore, Kotlin often produces larger bytecode than Java.

Despite the fact there are already some studies about the adoption of Kotlin [17], [22], [37], [49]–[51], they are focused on the quantitative aspects of the language, such as proportion of Kotlin code or relation with code smells. In this study, our concern is related to qualitative aspects of Kotlin’s adoption, such as the problems faced by developers and how they are dealing with some Kotlin programming aspects. To the best of our knowledge, this is the first study in this regard. Nonetheless, several studies focused on investigating Q&A websites. Barua et al. [12] analysed the textual content of Stack Overflow discussions using Latent Dirichlet Allocation (LDA) [26]. This approach was also used by Rebouças et al. [11] to assess the adoption of Swift. The latter also combined a qualitative analysis to cross-validate the results. A similar strategy is used in this study to evaluate Kotlin adoption.

III. METHODOLOGY

Our methodology is based on a concurrent triangulation strategy [30]. As Easterbrook et al. state, triangulation is motivated by the fact that often “what people say” could be different than “what people do”, and thus, collecting data from multiple sources helps increasing the study validity [30]. So, (1) we analyse developers’ discussions about Kotlin for Android on Stack Overflow (Section III-A), and (2) conduct a qualitative study by interviewing Android developers (Section III-B). The results for RQ2, RQ3, and RQ4 were obtained from the combination of both sources (1 and 2). To answer RQ1 we rely on the Stack Overflow data, while RQ5 uses the interviews. All of our steps and data are publicly available.\(^6\)

A. Stack Overflow Data Analysis

The first part of this study aims to analyse Stack Overflow with the specific goal of uncovering the main topics discussed about Kotlin and Android. We reproduced the method from Barua et al. [12], using LDA to analyse textual content. The goal is to automatically discover the most frequent topics present in developers’ discussions [26]. We used LDAvis [24], a web-based interactive visualization of the estimated topics.

1) Acquiring and Pre-processing Data: We used the Stack-Exchange Database\(^7\) to extract Stack Overflow questions\(^8\) related to Kotlin and Android. We retrieved questions containing the combination of ‘kotlin’ and any Android-related tags. By related tags we mean not only the explicit ‘android’ tag but also platform-related tags such as: ‘fragments’, ‘recyclerview’, ‘intent’, ‘retrofit’, among 14 others. We did not consider associated answers or comments, only the questions. One might argue that tagging is a manual process, which could incur in incorrectly tagged questions. However, Stack Overflow has an autocomplete feature for tagging to reduce the probability of using a misleading tag. A total of 9,405 questions were found.

Before applying topic modeling with LDA in our corpus, we performed pre-processing steps. (1) Removal of the content inside the <code>, <pre> and <blockquotes> tags; (2) HTML tag removal; (3) URL removal; (4) Stop words and one-letter-words removal; (5) Stripping suffixes of the remaining words using the Porter stemming algorithm [25]. For instance, after all these steps the following text:

```
&lt;p&gt;How can I make a phone call or dial a number in Android Kotlin? For example: Call &lt;code&gt;*21*2#&lt;/code&gt;&lt;/p&gt;&amp;#xA;"
```

is reduced to:

```
“make phone call dial number android kotlin example call”
```

2) Topic Modeling and Visualization: Since manual inspection of 9,405 questions would require too much effort and time, we use LDA, which is a flexible generative probabilistic model for collections of discrete data. In our analysis, each Stack Overflow question, i.e., composition of the title and body, is considered as one document for LDA, so that each word in the document can be associated with one or more topics with a certain weight for each topic.

LDA has several parameters. The first is the number of resulting topics. This value depends on the needed granularity, so we chose 15 after testing values ranging from 5 to 20. The second is hyperparameter optimization: it allows the model to better fit the data by allowing some topics to be more prominent than others. We used 20 after testing values between 10 and 100. Lastly, we used 1,000 as the number of sampling iterations, which should be a trade off between execution time and the quality of the topic model. To support the analysis, we used LDAvis, an interactive visualization of LDA-estimated topics [24]. It also proposes a novel measure, relevance, by which to rank terms within topics to help on interpretation.

B. Basic Qualitative Study - Interviews

In a basic qualitative study, data can be collected through different forms. In this study, we conducted semi-structured interviews [13], [27] with Android developers.

\(^5\)https://benchmarksgame-team.pages.debian.net/benchmarksgame
\(^6\)https://github.com/victorlaerte/kotlin-adoption-analysis
\(^7\)https://archive.org/details/stackexchange
\(^8\)The publication date of the Stack Overflow dump is 2019-03-04.
Table II

<table>
<thead>
<tr>
<th>Id</th>
<th>Age</th>
<th>Role</th>
<th>Development Years</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
<td>Total</td>
</tr>
<tr>
<td>D1</td>
<td>29</td>
<td>Mobile Developer</td>
<td>6</td>
</tr>
<tr>
<td>D2</td>
<td>27</td>
<td>Mobile Engineer</td>
<td>6</td>
</tr>
<tr>
<td>D3</td>
<td>25</td>
<td>Android Test Analyst</td>
<td>5</td>
</tr>
<tr>
<td>D4</td>
<td>34</td>
<td>Mobile Leader Engineer</td>
<td>12</td>
</tr>
<tr>
<td>D5</td>
<td>30</td>
<td>Mobile Consultant</td>
<td>6</td>
</tr>
<tr>
<td>D6</td>
<td>28</td>
<td>Mobile Engineer</td>
<td>5</td>
</tr>
<tr>
<td>D7</td>
<td>38</td>
<td>Mobile Developer</td>
<td>7</td>
</tr>
</tbody>
</table>

1) Sample Selection: The sample selection strategy adopted was *intentional*, based on the assumption that researchers choose the most appropriate sample to learn about the investigated phenomenon [28], and *convenience-based*, a non-probability sampling where the sample is taken from a group of people easy to contact or to reach [48]. We selected a group of individuals with the purpose of meeting specific prescribed criteria: (1) Previous experience with Android and Kotlin development; (2) No restrictions on the experience level of the developer; (3) Fluency in English or Portuguese (the languages in which researchers are fluent).

Table II presents some characteristics of the interviewees. The participants include people with many experience levels and different roles such as developers, engineers, testers, and team leaders, distributed in two different countries. All of them were selected according to the previously established criteria, assessed from a volunteer form sent in typical communication channels for developers: email groups, Slack and Facebook communities, and the official Kotlin forum. Seven professionals were interviewed, and voluntarily participated in the research. During the interviews, the participants reported their experiences with Kotlin development on Android.

2) Data Collection: We collected data through semi-structured interviews [28] with seven professional developers. In total, 215 minutes of interviews were recorded. Three interviews were conducted in person, while the remaining ones were conducted via video-conference. Three professionals are Android Specialists, three others consider themselves as Android developers, but also work with iOS or hybrid frameworks. One works with Android test automation. On average, they have 6.71 years of software development experience (SD 2.24), 4.21 years of Android development experience (SD 2.93), and 1.39 years of experience with Kotlin development (SD 0.89). Six of them have strong experience with Java.

The interviews were grounded in our research questions. We started by asking their background in software development. Then, we moved to questions about Kotlin, Java-Kotlin Interoperability, Functional Programming, and Development Tools. All interviews were recorded and transcribed *ipsis litteris*. The interview guide is publicly available.9

3) Data Analysis: The qualitative analysis was based on the open and axial coding. Corbin and Strauss [29] define the coding task as the process of making notations next to bits of data that strike you as potentially relevant for answering your research questions. The research steps were assisted by the qualitative data analysis software, MAXQDA 18.2.0.

The open coding of the transcripts was performed with the selection of text segments relevant to the research. The first author conducted the coding process, with support from the second. The third author helped to perform the review process. Codes were generated using an iterative approach, for each interview, and constantly compared to each other, both within the same interview and between interviews, to identify similarities and differences. They were then grouped into categories (axial coding) [29]. The names of our categories were derived from a mix of sources: (i) the researchers, (ii) the literature, and (iii) Kotlin and Android documentation.

4) Ethics: To follow research ethics regulations, all participants agreed with a consent form following the Research Ethics Board constraints. All of the consents were previously sent to the interviewers by email and the agreement is registered in the recorded interview.

IV. RESULTS

In this section, we describe the general results of the Stack Overflow data analysis and the qualitative basic study. We then discuss each research question.

A. General Results

Table III summarizes the 15 generated topics, after 1,000 iterations. The first column represents the topics already labeled, and its Mallet identifier within the parentheses. The second column shows the number of questions inside the topic. Questions can be associated with more than one topic. Hence, to compute this metric we did not take into consideration questions with weight lower than 10% for that topic. Topics are sorted by their weight (third column).

The table is sorted by topic weight in descending order

LDAvis column is used to identify topics in Figure 2

Table III

<table>
<thead>
<tr>
<th>Topic Name (Mallet)</th>
<th>Questions (%)</th>
<th>Topic Weight*</th>
</tr>
</thead>
<tbody>
<tr>
<td>General Questions (14)</td>
<td>4,907 (52,17%)</td>
<td>0.36189</td>
</tr>
<tr>
<td>Java–Kotlin (13)</td>
<td>3,402 (36,17%)</td>
<td>0.23409</td>
</tr>
<tr>
<td>Classes, Objects, and Methods/Functions (4)</td>
<td>2,813 (29,90%)</td>
<td>0.19012</td>
</tr>
<tr>
<td>Build–Compilation (10)</td>
<td>2,038 (21,66%)</td>
<td>0.13145</td>
</tr>
<tr>
<td>UI–Layout (7)</td>
<td>1,712 (18,20%)</td>
<td>0.10986</td>
</tr>
<tr>
<td>UI–Navigation (11)</td>
<td>1,528 (16,24%)</td>
<td>0.0956</td>
</tr>
<tr>
<td>Data Types and Structures (5)</td>
<td>1,440 (15,31%)</td>
<td>0.09439</td>
</tr>
<tr>
<td>Google/Android Components (1)</td>
<td>1,388 (14,75%)</td>
<td>0.08868</td>
</tr>
<tr>
<td>Background Tasks (6)</td>
<td>1,373 (14,59%)</td>
<td>0.08386</td>
</tr>
<tr>
<td>UI–Data View Layouts (3)</td>
<td>1,199 (12,74%)</td>
<td>0.07408</td>
</tr>
<tr>
<td>Connectivity (0)</td>
<td>1,140 (12,12%)</td>
<td>0.06363</td>
</tr>
<tr>
<td>Multimedia Handling (2)</td>
<td>908 (9,65%)</td>
<td>0.05532</td>
</tr>
<tr>
<td>Data Storage (12)</td>
<td>867 (9,21%)</td>
<td>0.05353</td>
</tr>
<tr>
<td>Dependency Injection (8)</td>
<td>797 (8,47%)</td>
<td>0.04669</td>
</tr>
<tr>
<td>Testing (9)</td>
<td>510 (5,42%)</td>
<td>0.02913</td>
</tr>
</tbody>
</table>

*The table is sorted by topic weight in descending order

LDAvis column is used to identify topics in Figure 2
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TABLE IV
OPEN CODE ANALYSES.

<table>
<thead>
<tr>
<th>Category</th>
<th>Topic</th>
<th>Codes</th>
<th>%</th>
</tr>
</thead>
<tbody>
<tr>
<td>Language Paradigm and Style</td>
<td>Functional Programming</td>
<td>17</td>
<td>9.14</td>
</tr>
<tr>
<td></td>
<td>Less Verbose/More Concise</td>
<td>15</td>
<td>8.06</td>
</tr>
<tr>
<td></td>
<td>Pragmatic Evolution</td>
<td>7</td>
<td>3.76</td>
</tr>
<tr>
<td></td>
<td>Multi/Paradigm Language</td>
<td>6</td>
<td>3.23</td>
</tr>
<tr>
<td></td>
<td>Modern Language</td>
<td>5</td>
<td>2.69</td>
</tr>
<tr>
<td></td>
<td>Programming Style</td>
<td>5</td>
<td>2.69</td>
</tr>
<tr>
<td>Tools</td>
<td>Android Studio</td>
<td>15</td>
<td>8.06</td>
</tr>
<tr>
<td></td>
<td>Code Hints</td>
<td>8</td>
<td>4.30</td>
</tr>
<tr>
<td></td>
<td>Gradle</td>
<td>7</td>
<td>3.76</td>
</tr>
<tr>
<td></td>
<td>Code Conversion</td>
<td>6</td>
<td>3.23</td>
</tr>
<tr>
<td>Java Interop</td>
<td>Soft/Optional Migration</td>
<td>8</td>
<td>4.30</td>
</tr>
<tr>
<td></td>
<td>Calling Kotlin from Java</td>
<td>8</td>
<td>4.30</td>
</tr>
<tr>
<td></td>
<td>JVM Annotations</td>
<td>6</td>
<td>3.23</td>
</tr>
<tr>
<td></td>
<td>Constraints to Keep Interop</td>
<td>5</td>
<td>1.61</td>
</tr>
<tr>
<td></td>
<td>Constructor Overloading</td>
<td>3</td>
<td>1.61</td>
</tr>
<tr>
<td></td>
<td>Calling Java from Kotlin</td>
<td>1</td>
<td>0.54</td>
</tr>
<tr>
<td>Performance, Productivity, and QA</td>
<td>Readability/Legibility</td>
<td>13</td>
<td>6.99</td>
</tr>
<tr>
<td></td>
<td>Performance/Productivity</td>
<td>9</td>
<td>4.84</td>
</tr>
<tr>
<td></td>
<td>QA</td>
<td>5</td>
<td>2.69</td>
</tr>
<tr>
<td>Classes and Objects</td>
<td>Null Safety/Options</td>
<td>9</td>
<td>4.84</td>
</tr>
<tr>
<td></td>
<td>Scope Functions</td>
<td>4</td>
<td>2.15</td>
</tr>
<tr>
<td></td>
<td>Companion Object</td>
<td>5</td>
<td>1.61</td>
</tr>
<tr>
<td></td>
<td>Extension Functions</td>
<td>2</td>
<td>1.08</td>
</tr>
<tr>
<td></td>
<td>Collections</td>
<td>1</td>
<td>0.34</td>
</tr>
<tr>
<td></td>
<td>Sealed Classes</td>
<td>1</td>
<td>0.34</td>
</tr>
<tr>
<td>Documentation</td>
<td>Stack Overflow</td>
<td>5</td>
<td>2.69</td>
</tr>
<tr>
<td></td>
<td>Official Documentation</td>
<td>3</td>
<td>1.61</td>
</tr>
<tr>
<td>Similarities between Kotlin and Swift</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

| Total                           |                                | 186   | 100% |

Figure 2 shows the LDAvis output for our topic model with relevance adjusted to $\lambda = 0.6$ [24]. The left panel shows topics as circles in which the area is proportional to the relative prevalence of the topic in the corpus. When a circle is selected, the right panel shows the most relevant terms. As there is no selected topic in Figure 2, it only shows the overall term frequency for all topics. Selecting a term reveals the conditional distribution over topics for the selected term. These interactions can be checked online.\(^{10}\)

Table IV summarizes the interview results. The first column represents the main categories, in which we group topics in the second column. The third column represents the number of codes, i.e., the number of text segments that compose each topic. It is followed by the percentage over all codes. The last category does not have subdivisions.

**B. RQ1 - What are the most common problems faced by Kotlin developers on Android Platform?**

To answer **RQ1**, we rely on the Stack Overflow data analysis. Table III summarizes the topics asked about Kotlin and Android, named with the support of LDAvis.

Among the topics with highest weights, we have (i) **General Questions** — this topic consists on general questions about Kotlin and the Android platform, such as asking for a solution given a stack trace log or general-purpose questions, e.g., “What are the advantages of Kotlin programming language?”

\(^{10}\)https://www.victorlaerche.com/kotlin-adoptions-analysis/#topic=0&lambda=0.6&terms=

The (ii) **Java–Kotlin** topic contains questions on converting Java code to Kotlin and also interoperability, e.g., “Can we build Kotlin and Java Mix application?” (Q5187). (iii) **Classes, Objects, and Methods/Functions** addresses issues related to the structure of classes, objects, and methods in Kotlin. It contains questions that refer to using properties, lambdas, constructors, or static attributes, e.g., “In which situation val/var is necessary in Kotlin constructor parameter?” (Q1624). (iv) **Build–Compilation** consists mainly of questions related to Gradle and Android Studio, but also problems with versioning, libraries, modules, that lead to compiling failures, e.g., “Android 3.1 build gradle 4.4 error occurred configuring project ‘:app’ ” (Q4400). Finally, in the (v) **UI–Layout** topic, we find questions related to layout construction, such as the use of visual Android components and custom layout creation, e.g., “How add TextView to View in kotlin” (Q9383).

With medium weight, (vi) **UI–Navigation** also consists on UI questions, but those related to the Android navigation mechanisms, such as fragments, activities, tab and drawer layouts, e.g., “Android, how to replace initial fragment?” (Q6504). In (vii) **Data Types and Structures**, we see questions about basic Kotlin data types, such as strings, numbers, and lists, e.g., “How to append 2 strings in Kotlin?” (Q6570). The (viii) **Google/Android Components** topic is composed of various questions about how Android/Google components are behaving in different devices, such as notification services, Google Play, Maps, and Firebase, e.g., “Android Notification Not Showing On API 26” (Q21159). (ix) **Background Tasks** refers to multi-threaded methods on Android and brings together various questions about coroutines, and related libraries such as RxJava, e.g., “Android ViewState using RxJava or kotlin coroutines” (Q3583). Finally, (x) **UI–Data View Layouts** deals specifically with components for data visualization like RecyclerView and ListView, e.g., “How to show single item selected in recyclerview using kotlin” (Q2808).

The topics with lowest weight are (xi) **Connectivity**, e.g., “Retrofit parse result in Kotlin” (Q3839), (xii) **Multimedia Handling**, e.g., “How to save captured photos as jpg files on android camera2” (Q5096), (xiii) **Data Storage**, e.g., “How to make primary key as autoincrement for Room Persistence lib” (Q773), (xiv) **Dependency Injection**, e.g., “Dagger2 + Kotlin: lateinit property has not been initialized” (Q5412), and (xv) **Testing**, e.g., “How can I run a single Android Test using Kotlin?” (Q324).

**RQ1 Summary:** Although developers suffer from problems common to all Android developers, there are specific issues regarding code conversion, Java–Kotlin interoperability, how Kotlin class members work, and compilation problems.

**C. RQ2 - How are Android developers dealing with the Java–Kotlin interoperability?**

We study Java—Kotlin interoperability as this is one of the main reasons given by Kotlin creators for its adoption. Furthermore, another reason is that although the languages
interoperate, they have distinct characteristics such as native null safety support in Kotlin. Therefore, these differences might lead to interesting results. To answer this RQ, we first analysed the LDA results and then went deeper into the subject by conducting interviews to collect further evidence.

According to the LDA analysis, the most related topic is **Java–Kotlin**. Nonetheless, due to LDAvis visualization, it was possible to see that the ‘java’ term is also relevant to other three different topics, namely **Classes, Objects, and Methods/Functions**, **Build–Compilation**, and **Data Storage**.

We selected and manually investigated the 100 top questions of each topic to double check the classification. During this analysis, we removed the **Data Storage** topic due to the many number of false-positives, resulting in 300 questions in total. After examining the title, body, and associated tags of these questions, we ended up with questions regarding problems related to new topics, such as discussed below. Besides those topics, there were also general problems that we did not address due to space constraints and over-generality.

- **Optionals**: In this category, we group questions regarding problems and complaints with optionals and null pointer exceptions crashing apps, e.g., “Non-null assert is needed even after checking is not null in kotlin” (Q3853).
- **Properties**: Here we group questions on how Kotlin represents Java getters and setters as properties, e.g., “Why do some Java setter methods automatically become Kotlin properties but some don’t?” (Q2698).
- **Generics**: This category groups questions about using Generics in Kotlin such as the question Q3215, where the user did not understand the differences in declaration-site variance for Generics between Java and Kotlin.

- **Static Objects**: The usage of static objects between Kotlin and Java leads to questions such as: “How to access static variable of java class in kotlin?” (Q6396).
- **Android API and Libraries Compatibility**: These are mainly questions about using parts of Android API and libraries that still do not provide the best support for Kotlin, such as the use of support annotations, or the Intent constructor (Q4171).

Regarding the interviews, all interviews pointed to interoperability as an advantage of using Kotlin. Some of them drew attention to the possibility of adopting Kotlin without the need for full codebase migration.

“There are complex things already written in Java, so you don’t have to go out redoing it all just because you’re writing a new app in Kotlin.” (D1)

Some of them also pointed out that to keep full interoperability, there are constraints that the language has to follow.

“(…) to be interoperable with Java, there are some deficiencies in the language that I don’t like, something that it doesn’t support but I would like to have it supported. Like different support for generics, for example.” (D4)

Optionals and the difficulty to deal with nullable objects are among the main problems reported by the interviewees.

“There’s no null safety in Java, so you can simply call a code that has no nullability control inside Kotlin passing something that is null and it will crash.” (D2)

Other reported problems are related to static objects that in Kotlin need to be declared in a companion object and
annotated as @JvmStatic to be called as static objects in Java, and also overriding methods in Kotlin:

“Companion Object. I think this is ugly and could have been abstracted for the developer.” (D1)

**RQ2 Summary:** Despite experiencing problems with some of the language features, developers seem to consider interoperability as a great benefit of adopting Kotlin.

D. RQ3 - How are Android developers dealing with the functional paradigm in Kotlin?

Functional programming is one of the benefits that the language creators argue for its adoption [21]. Adopting a functional programming language might be challenging even for experienced programmers, as shown by Chambers et al. [31]. Hence, the need to understand how developers deal with the new possibilities that the paradigm brings to the platform.

To answer this question, we proceeded similarly to RQ2. We selected 100 questions from each topic with terms related to the functional paradigm according to LDAvis. The topics were Classes, Objects, and Methods/Functions, General Questions, and Background Tasks. During the analysis of these questions, we removed the Background Tasks topic due to the high number of false-positive questions, resulting in 200 questions in total. After the manual process, we ended up with questions regarding functional programming problems as detailed below, as well as general problems.

- **Higher-order Functions/Lambdas:** This category contains questions about using lambdas and higher order functions, e.g., “How to pass a function as parameter in kotlin - Android” (Q6181).
- **Closures:** Questions regarding the scope of enclosing functions, e.g., “How to make ‘this’ a reference of Listener instead of the Activity in Kotlin?” (Q3432).
- **Scope Functions:** This category considers special functions provided by the standard library, such as let, run, with, apply, and also, whose sole purpose is to execute a block of code within the context of an object [18]. For instance, “difference between kotlin also, apply, let, use, takeIf and takeUnless in Kotlin” (Q2608).
- **First Class Functions:** These are questions about using function as first class citizens, i.e., assignee functions to variables or storing them in data structures, e.g., (Q1585).

During the open coding process, we coded 17 segments from the interviews as related to Functional Programming. Five of the interviewees consider Kotlin as fully supporting the functional paradigm, two of them partially or did not respond to these questions due to lack of experience in the subject. Some respondents mentioned functional programming as a factor that enhances the flexibility and modernity of language.

“I think Kotlin supports functional programming. Everything from the collections is very functional programming oriented. Lambdas, functions as first-class citizens, having functions apart from classes, all those things I think that help to program in a functional programming way very easily” (D4)

When asked about the problems associated with the functional paradigm, two interviewees mentioned difficulties to understand scope functions, and one mentioned several problems using inline functions.

“I remember having to look for several problems I found compiling with inline functions. We were using inline functions a lot, because of the reified generics and I had to search for solutions to several problems with it.” (D4)

Despite the fact that the interviewees consider the functional paradigm as helpful in code readability, they also state that overusing the paradigm might result in the opposite effect.

“Lambdas are things that make our day to day easier for coding, but can also make it difficult to read.” (D7)

**RQ3 Summary:** Although developers consider the functional paradigm as a factor that enhances the flexibility and modernity of the language, they are facing problems regarding the usage of lambdas and closures. They also consider that its overuse can decrease code readability.

E. RQ4 - How are Android developers dealing with the development environment tools available for Kotlin?

We study development tools because, as mentioned by Breslav [14], creating a new programming language is more than creating a compiler. A whole ecosystem of supporting tools needs to be created, to foster adoption. Hence, we believe that by assessing the tools available for a programming language, we are also partially assessing how Kotlin adoption is being perceived by the developers [36].

To answer this RQ we selected 100 questions from each of the Build–Compilation and Java–Kotlin topics. Relevant terms for such topics include ‘gradle’ and ‘studio’. We also considered the relevance of other terms that refer to tools, such as ‘plugin’, ‘librari’, ‘proguard’ and ‘kapt’. After analysing the 200 questions, we categorized the problems as follows.

- **Android Studio code converter:** This category groups questions on problems with the Android Studio code converter feature, that automatically translates Java into Kotlin. Most questions report compilation failures after conversion, e.g., “Converting Java file to Kotlin now it won’t compile - Internal compiler error” (Q8770).
- **Error After Upgrade:** This category refers to problems that appear after upgrading development tools, e.g., “Android unable to build project after updating kotlin runtime to 1.2.31” (Q4689).
- **Version Conflicts:** This category consists of versioning conflicts, e.g., “Warning “Kotlin plugin version is not the same as library version” (but it is)” (Q4784).
- **Kotlin Setup:** Here we group questions about difficulties reported by developers on setting up Kotlin in their projects, e.g., “I am unable to configure Kotlin in...”
my android studio. getting error Error: Unable to find method 'BaseVariantData.getOutputs()...';" (Q1002).

- **kapt & databinding:** The last category contains questions on problems with the Kotlin Annotation Processor (kapt) and Databinding Library. Both terms presented high relevance in LDAvis and manual analysis.

During the open coding process, we coded 36 segments as related to development tools. The majority of the reported problems relates to version upgrades of such tools. The responses point out that even minor version upgrades can cause problems that might lead their projects to stop compiling.

“I didn’t have such a good, fluid experience [with Android Studio]. I think we’ve seen the project break sometimes because of updates.” (D1)

Some also report that fixing such issues is difficult because it is hard to identify the root of the problem.

“I think it wasn’t an easy thing to understand, especially when you have multiple projects with multiple dependencies... sometimes it’s not so clear what’s wrong. After some time suffering you can come up with some trick or set of steps that facilitate how to solve some problems.” (D1)

Regarding Android Studio, the interviewees think there are many features that help with development in Kotlin, such as the automatic code conversion feature.

“I know that someone already solved that problem in Java so I can copy it, paste the code and see it converted to Kotlin. This is very cool.” (D3)

However, they point out that there is still a lot to improve on automatic code conversion and code suggestions.

“the code translation between Java code can be improved to generate code that is more idiomatic. It’s working, but it’s creating code that it’s not following the best practices of Kotlin.” (D4)

### RQ4 Summary: Developers face many problems with development tools, specially regarding the Android Studio code converter, Gradle, and new library versions. Interviewees report that even minor upgrades can lead to problems.

**F. RQ5 - What is the perception of Android developers about Kotlin adoption?**

The goal of this RQ is to investigate the developers’ perception about Kotlin adoption in Android development through the analysis of the interviews. In this section, we address the most relevant topics identified in the open coding process (Table IV) which were not previously analysed. In this RQ, we decided not to address topics within the Tools, Interoperability, and Classes and Objects categories as they were already addressed by previous questions.

In the **Language Paradigm and Style** (55) category, we removed the **Functional Programming** (17) topic from the analysis, since RQ3 already discusses it. We analysed the remaining topics: **Less Verbose/More Concise** (15), **Pragmatic Evolution** (7), **Multi-Paradigm Language** (6), **Modern Language** (5), and **Programming Style** (5). As a result it was possible to identify that interviewees consider Kotlin more concise and less verbose than Java.

“...You can define functions receiving other functions, which shows that it was designed such that you can program in a much simpler way than in Java [...] Since it is a language that already was born with functional paradigm it makes simpler to, for example, define higher order functions, or extension functions, or... everything is much simpler.” (D7)

The **Performance, Productivity and QA** (27) category was subdivided into the following topics: **Readability/Legibility** (13), **Performance/Productivity** (9), and **QA** (5). It was possible to identify that developers consider the language to be more idiomatic, making it easier to read code, and improving individual performance. They also point out that such readability may deteriorate with the overuse of the functional paradigm.

“In my opinion, it is much easier to read a Kotlin code than a Java code for example.” (D3)

“Kotlin brings many functions that improve readability. For example, aggregation functions that help you a lot... iterating over a list sometimes is not so clear in Java, you have too much code that decreases understanding. Kotlin performs well in this aspect, producing very good code output. Sometimes it is also the opposite when you use too much of Kotlin’s resources you can end up with code that is not so clear for example, using too many ‘let’ or ‘also’ you can end up with hard to understand code.” (D2)

All interviewees consider that the Kotlin language leads to an improvement in the quality of the developed code, pointing to null safety as the main factor.

“I think that what helps developers most in Android is the null support, dealing with null references in an easy way. Also the support for lambdas, all those mini features that you can use in Android, help in code quality, especially the null support.” (D4)

The **Documentation** (8) category, with the **Stack Overflow** (5) and **Official documentation** (3) topics, show us that some interviewees believe that the official documentation still lacks specific information for Android Platform.
They also point out the importance of Stack Overflow as a source of knowledge.

“...nowadays every developer uses Stack Overflow. It is a very large community to ask questions and solve specific problems that perhaps the documentation cannot address. Kotlin has a very good, robust documentation, but it will not be able to cover all use cases and needs. Stack Overflow ends up being a tool, a very fast parallel platform for you to solve a problem. And typically, answers include examples in a very simple and practical way.” (D6)

The last category, *Similarities between Kotlin and Swift* (II), could only be identified due to the semi-structured interview method we followed. We did not identify additional topics underlying this category. Four interviewees brought to light similarities between Kotlin and Swift (used for iOS programming). Some of them report that, as they had experience with Swift, the learning curve for adopting Kotlin was reduced, due to the similarity between languages. Another interviewee pointed that since his company needed multidisciplinary teams, they decided to adopt Kotlin because people with experience in Swift could also work well with Kotlin.

“It was more natural to me because it was very similar to Swift.” (D1)

**RQ5 Summary:** Developers consider Kotlin a modern language, which helps to improve productivity and quality. The similarity with Swift also helps. They claim that documentation still lacks Android-specific material.

### V. Discussions

This section discusses the results, with an initial overall assessment, followed by comparison to the existing literature, discussion of implications, and threats to validity.

#### A. Overall Assessment

Developers consider Kotlin a modern language with many features that facilitate its adoption. Being able to use a new language without having to undergo an abrupt migration is an advantage pointed out by all interviewees. In fact, none of them cited a case where their code base was fully migrated to Kotlin. In most cases they were partially migrated, or only new features were written in Kotlin. Some of them also stated that being able to use the entire Java API also helps. We found many Stack Overflow questions on problems using null variables from Java, which lacks nullability control, which was also reported by the interviewed developers.

The multi-paradigm support is reported by respondents as a feature that brings more flexibility to development. However, they also warn that overuse of the functional paradigm can make the code more complex and difficult to understand. This problem also appears in the Stack Overflow questions, where it is possible to find questions regarding scope context within closures and the use of higher-order functions. Additionally, many Stack Overflow questions pertain to problems in the toolchain, specially with upgrading, as well as hard to understand or unhelpful error messages.

According to the interviewees, Kotlin contributes to improving productivity and performance because it is a modern language, less verbose, and improves readability when compared to Java (only when the functional paradigm is not overused). It also brings more quality to the code produced. They also point out that a different mindset, or programming style, is required in order to use Kotlin’s features in the best way possible.

Regarding documentation, developers believe that much can still be done to improve the support material of the language and point out Stack Overflow as a platform of utmost importance to the developer community. Finally, developers report that similarities between Kotlin and Swift help on its adoption. One interviewee states that adopting it can greatly benefit multidisciplinary teams, especially in a startup environment, where, according to him, due to scarce resources, many developers have to work on both Android and iOS.

#### B. Literature Discussion

In this section, we compare our results with works mentioned in Sections I and II to identify similarities and differences. According to JetBrains [15], [16] and Google [19], the reason for Kotlin’s popularity is the flexibility, modernity, and the possibility to fully interoperate with Java. Our results provide evidence to this being the main factor for its adoption, followed by flexibility and modernity. Nonetheless, we also observe that although interoperability is a facilitator, it also might lead developers to face problems, being the second topic with more questions and reported by interviewees.

JetBrains [15], [16], and Google [19] also state that smart casting, higher-order functions, and extension functions allow developers to focus on making code more readable and less verbose. This statement is partially supported by this research because despite developers considering Kotlin as a language that improves readability, they believe that overusing functional capacities and operators such as the *elvis operator*, can cause the opposite effect, making code difficult to read and understand. This might be explained by Chambers et al. [31] who conducted a long-term observational study to understand how experienced imperative programmers performed in an introductory graduate course on functional programming. They reported that students commonly encounter several conceptual difficulties when learning functional languages, specially implementing recursive functions, and nested operations. Other studies also present similar results where functional programming demonstrate several challenges to learners such as understanding the concept of higher-order functions [32], the type of functional expressions [33], and the evaluation of iterative and recursive functions [34], [35].

Shafirov [21] affirms in the official Kotlin Blog that developers do not need to install any extra plugin or worry about compatibility since JetBrains and Google improved Kotlin support in the Android Studio IDE after its official announcement.
as an Android supported language. However, developers are still facing problems regarding version compatibility of their development tools, specially for Android Studio and Gradle.

In a large-scale empirical study with GitHub repositories involving more than 6 million lines of code, Flauzino et al. [17] identified that Kotlin code usually had fewer code smells than Java code. The same finding is presented by Banerjee et al. [37]. Our study found similar results where developers believe that Kotlin improves code quality, especially because of the null-safety guarantee, scope functions, and lambdas.

Although Rebouças et al. [11] studied Swift, the similarity between both languages came to light throughout our work. By comparing their findings with ours, we identify that in both studies the interviewees find languages easy to adopt. Another related finding is that optional variables seem to cause problems in both languages. Developers also report problems with tools, which can be explained by the tools being recent. Unlike their work, we did not find major problems with the compiler, besides compilation time.

C. Implications

As a general implication of this work, we provide an empirical evidence for companies, researchers, and developers who want to make a preliminary analysis before adopting Kotlin. For those who have already adopted the Kotlin language, it might be relevant for improving techniques, tools, processes, and mechanisms to make the best use of the language on the Android platform.

Regarding RQ1, companies and developers can know in advance what kind of problems they will face if they decide to adopt Kotlin. With the support of RQ2 they can also understand the advantages and disadvantages of interoperating Java and Kotlin, so they might be better equipped to choose between a partial or full Java—Kotlin migration. In RQ3 we bring a better understanding of the functional paradigm, so researchers can use these results for studying if the usage of Kotlin in programming disciplines can help the understanding of the functional paradigm. Toolmakers can take advantage of the findings presented in RQ4 to create new tools and improve existing ones. Finally, in RQ5 companies, developers, and researchers can understand how Kotlin adoption has been perceived by the developers, taking into account productivity, readability, and code quality to create processes and mechanisms to maximize gains and mitigate losses.

D. Threats to Validity

The first threat to validity is related to the number of LDA topics chosen. Although there is no “right” solution, we ran several tests to verify the number of topics that best fit our study. Even though, we had to label the topic 2 (Java–Kotlin) with a more generic name due to the diversity of questions that the topic presented, especially regarding interoperability and code conversion, manual or automatic. Despite of that, we believe this is not a limitation of our work due to the fact that we approached the topic in detail in other research questions, RQ2 and RQ4. This can also be explained by the fact that the most difficult part to migrate the codebase from Java to Kotlin is how to deal with null variables from Java. Secondly, due to the high number of questions, we manually analysed only 700 questions. However, this number exceeds the minimum of 564 required to achieve a 95% confidence level with 4% of error margin for the population of 9,405 questions analysed in this study [47]. We also used LDAvis analyses\(^1\) to support and corroborate our manual analyses. We also face as a threat the fact that not all of the Stack Overflow questions regard problems, but some of them are just questions asking for best practices, implementation examples or performance benchmarks. However, in our manual analysis, it was observed that the vast majority of questions of this type appear in the topic General Questions, while other topics are more heterogeneous. Finally, our interview script might not have covered all possible questions. However, the interviews were designed as semi-structured. Hence, this allowed us to cover other kind of questions during the interview that were not listed in the script.

VI. Conclusion

In this study, we investigated how developers are dealing with the recent adoption of Kotlin as an official language for the Android Platform by performing an in-depth analysis of Stack Overflow questions related to Kotlin and Android, and interviewing seven developers. Our results indicate that developers seem to find the language easy to understand and to adopt. They believe that the use of Kotlin can improve code quality, readability, and productivity. Among the main factors are: Java interoperability, the null safety guarantee, the less verbosity, the lambdas and higher-order functions, and the good support in the IDE. However, even with all the advantages that Kotlin has brought to the Android platform, developers continue to face many problems using it, which includes the use of null variables and optionals within Kotlin, the problems with the toolset, the degradation of readability with the overuse of the functional paradigm, and the interoperation with Java. Finally, the main finding of this study is that developers consider that Kotlin adoption brings many advantages to the Android platform, specially in the aspect of adopting a more modern language while maintaining the consolidated Java-based development environment.

We believe this study serves as a starting point for understanding Kotlin adoption, and more similar studies are needed to offer proper developer decisions support.
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